Backtracking Algorithms

[**Learn more about Backtracking Algorithms in DSA Self Paced Course**](https://practice.geeksforgeeks.org/courses/dsa-self-paced?utm_source=geeksforgeeks&utm_medium=articles+backtracking_lp+header_link_click&utm_campaign=dsa+course+tracker)

[**Practice Problems on Backtracking Algorithms**](https://practice.geeksforgeeks.org/topics/backtracking/?utm_source=geeksforgeeks&utm_medium=articles+backtracking_lp+header_link_click&utm_campaign=practice+tracker)

[**Recent Articles on Backtracking Algorithms**](https://www.geeksforgeeks.org/category/algorithm/backtracking/)

**What is Backtracking?**

***Backtracking****can be defined as a general algorithmic technique that considers searching every possible combination in order to solve a computational problem.*

**What is Backtracking Algorithm?**

Backtracking is an algorithmic technique for solving problems recursively by trying to build a solution incrementally, one piece at a time, removing those solutions that fail to satisfy the constraints of the problem at any point of time (by time, here, is referred to the time elapsed till reaching any level of the search tree).

**Types of Backtracking Algorithm**

There are three types of problems in backtracking

1. Decision Problem – In this, we search for a feasible solution.
2. Optimization Problem – In this, we search for the best solution.
3. Enumeration Problem – In this, we find all feasible solutions.

**When can be Backtracking Algorithm used?**

For example, consider the SudoKo solving Problem, we try filling digits one by one. Whenever we find that current digit cannot lead to a solution, we remove it (backtrack) and try next digit. This is better than naive approach (generating all possible combinations of digits and then trying every combination one by one) as it drops a set of permutations whenever it backtracks.
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**Topics :**

* [Introduction](https://www.geeksforgeeks.org/backtracking-algorithms/#introduction)
* [Standard Problems on Backtracking](https://www.geeksforgeeks.org/backtracking-algorithms/#standard)
* [Some Practice problems on Backtracking](https://www.geeksforgeeks.org/backtracking-algorithms/#practice)
* [Quick Links](https://www.geeksforgeeks.org/backtracking-algorithms/#quick)

**Introduction:**

1. [Introduction to Backtracking – Data Structure and Algorithm Tutorials](https://www.geeksforgeeks.org/introduction-to-backtracking-data-structure-and-algorithm-tutorials/)
2. [Difference between Backtracking and Branch-N-Bound technique](https://www.geeksforgeeks.org/difference-between-backtracking-and-branch-n-bound-technique/)
3. [What is the difference between Backtracking and Recursion?](https://www.geeksforgeeks.org/what-is-the-difference-between-backtracking-and-recursion/)

**Standard Problems on Backtracking:**

1. [The Knight’s tour problem](https://www.geeksforgeeks.org/the-knights-tour-problem/)
2. [Rat in a Maze](https://www.geeksforgeeks.org/rat-in-a-maze/)
3. [N Queen Problem | Backtracking-3](https://www.geeksforgeeks.org/n-queen-problem-backtracking-3/)
4. [Subset Sum problem](https://www.geeksforgeeks.org/subset-sum-problem/)
5. [m Coloring Problem](https://www.geeksforgeeks.org/m-coloring-problem/)
6. [Hamiltonian Cycle](https://www.geeksforgeeks.org/hamiltonian-cycle/)
7. [Sudoku | Backtracking-7](https://www.geeksforgeeks.org/sudoku-backtracking-7/)
8. [Magnet Puzzle](https://www.geeksforgeeks.org/magnet-puzzle/)
9. [Remove Invalid Parentheses](https://www.geeksforgeeks.org/remove-invalid-parentheses/)
10. [A backtracking approach to generate n bit Gray Codes](https://www.geeksforgeeks.org/backtracking-approach-generate-n-bit-gray-codes/)
11. [Write a program to print all permutations of a given string](https://www.geeksforgeeks.org/write-a-c-program-to-print-all-permutations-of-a-given-string/)

**Some Practice problems on Backtracking:**

* **Easy:**
  1. [Backtracking to find all subsets](https://www.geeksforgeeks.org/backtracking-to-find-all-subsets/)
  2. [Check if a given string is sum-string](https://www.geeksforgeeks.org/check-given-string-sum-string/)
  3. [Count all possible paths between two vertices](https://www.geeksforgeeks.org/count-possible-paths-two-vertices/)
  4. [Find all distinct subsets of a given set](https://www.geeksforgeeks.org/find-distinct-subsets-given-set/)
  5. [Find if there is a path of more than k length from a source](https://www.geeksforgeeks.org/find-if-there-is-a-path-of-more-than-k-length-from-a-source/)
  6. [Print all paths from a given source to a destination](https://www.geeksforgeeks.org/find-paths-given-source-destination/)
  7. [Print all possible strings that can be made by placing spaces](https://www.geeksforgeeks.org/print-possible-strings-can-made-placing-spaces/)
* **Medium:**
  1. [Tug of War](https://www.geeksforgeeks.org/tug-of-war/)
  2. [8 queen problem](https://www.geeksforgeeks.org/8-queen-problem/)
  3. [Combinational Sum](https://www.geeksforgeeks.org/combinational-sum/)
  4. [Warnsdorff’s algorithm for Knight’s tour problem](https://www.geeksforgeeks.org/warnsdorffs-algorithm-knights-tour-problem/)
  5. [Find paths from corner cell to middle cell in maze](https://www.geeksforgeeks.org/find-paths-from-corner-cell-to-middle-cell-in-maze/)
  6. [Find Maximum number possible by doing at-most K swaps](https://www.geeksforgeeks.org/find-maximum-number-possible-by-doing-at-most-k-swaps/)
  7. [Rat in a Maze with multiple steps or jump allowed](https://www.geeksforgeeks.org/rat-in-a-maze-with-multiple-steps-jump-allowed/)
  8. [N Queen in O(n) space](https://www.geeksforgeeks.org/n-queen-in-on-space/)
* **Hard:**
  1. [Power Set in Lexicographic order](https://www.geeksforgeeks.org/powet-set-lexicographic-order/)
  2. [Word Break Problem using Backtracking](https://www.geeksforgeeks.org/word-break-problem-using-backtracking/)
  3. [Partition of a set into K subsets with equal sum](https://www.geeksforgeeks.org/partition-set-k-subsets-equal-sum/)
  4. [Longest Possible Route in a Matrix with Hurdles](https://www.geeksforgeeks.org/longest-possible-route-in-a-matrix-with-hurdles/)
  5. [Find shortest safe route in a path with landmines](https://www.geeksforgeeks.org/find-shortest-safe-route-in-a-path-with-landmines/)
  6. [Print all palindromic partitions of a string](https://www.geeksforgeeks.org/print-palindromic-partitions-string/)
  7. [Printing all solutions in N-Queen Problem](https://www.geeksforgeeks.org/printing-solutions-n-queen-problem/)
  8. [Print all longest common sub-sequences in lexicographical order](https://www.geeksforgeeks.org/print-longest-common-sub-sequences-lexicographical-order/)

**Quick Links :**

* [**Learn Data Structure and Algorithms | DSA Tutorial**](https://www.geeksforgeeks.org/learn-data-structures-and-algorithms-dsa-tutorial?utm_source=Website&utm_medium=Landing+Page+Click&utm_campaign=DSA+Page+Tracker&utm_id=DSA-Page-Tracker&utm_term=DSA+Page+Promo&utm_content=Course+Page)
* [Top 20 Backtracking Algorithm Interview Questions](https://www.geeksforgeeks.org/top-20-backtracking-algorithm-interview-questions/)
* [‘Practice Problems’ on Backtracking](https://practice.geeksforgeeks.org/topics/backtracking/)
* [‘Quiz’ on Backtracking](https://www.geeksforgeeks.org/algorithms-gq/backtracking-gq/)
* [‘Videos’ on Backtracking](https://www.youtube.com/playlist?list=PLqM7alHXFySFbuucq7lC8ecRoWZxq1qS5)

**Easy Questions:**

**Tug of War**

Given a set of n integers, divide the set in two subsets of n/2 sizes each such that the absolute difference of the sum of two subsets is as minimum as possible. If n is even, then sizes of two subsets must be strictly n/2 and if n is odd, then size of one subset must be (n-1)/2 and size of other subset must be (n+1)/2.

For example, let given set be {3, 4, 5, -3, 100, 1, 89, 54, 23, 20}, the size of set is 10. Output for this set should be {4, 100, 1, 23, 20} and {3, 5, -3, 89, 54}. Both output subsets are of size 5 and sum of elements in both subsets is same (148 and 148).

Let us consider another example where n is odd. Let given set be {23, 45, -34, 12, 0, 98, -99, 4, 189, -1, 4}. The output subsets should be {45, -34, 12, 98, -1} and {23, 0, -99, 4, 189, 4}. The sums of elements in two subsets are 120 and 121 respectively.

The following solution tries every possible subset of half size. If one subset of half size is formed, the remaining elements form the other subset. We initialize current set as empty and one by one build it. There are two possibilities for every element, either it is part of current set, or it is part of the remaining elements (other subset). We consider both possibilities for every element. When the size of current set becomes n/2, we check whether this solutions is better than the best solution available so far. If it is, then we update the best solution.

Following is the implementation for Tug of War problem. It prints the required arrays.

# Python3 program for above approach

# function that tries every possible

# solution by calling itself recursively

**def** TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements,

            soln, min\_diff, Sum, curr\_sum, curr\_position):

    # checks whether the it is going

    # out of bound

**if** (curr\_position **==** n):

**return**

    # checks that the numbers of elements

    # left are not less than the number of

    # elements required to form the solution

**if** ((int(n **/** 2) **-** no\_of\_selected\_elements) >

                          (n **-** curr\_position)):

**return**

    # consider the cases when current element

    # is not included in the solution

    TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements,

            soln, min\_diff, Sum, curr\_sum, curr\_position **+** 1)

    # add the current element to the solution

    no\_of\_selected\_elements **+=** 1

    curr\_sum **=** curr\_sum **+** arr[curr\_position]

    curr\_elements[curr\_position] **=** True

    # checks if a solution is formed

**if** (no\_of\_selected\_elements **==** int(n **/** 2)):

        # checks if the solution formed is better

        # than the best solution so far

**if** (abs(int(Sum **/** 2) **-** curr\_sum) < min\_diff[0]):

            min\_diff[0] **=** abs(int(Sum **/** 2) **-** curr\_sum)

**for** i **in** range(n):

                soln[i] **=** curr\_elements[i]

**else**:

        # consider the cases where current

        # element is included in the solution

        TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements,

                soln, min\_diff, Sum, curr\_sum, curr\_position **+** 1)

    # removes current element before returning

    # to the caller of this function

    curr\_elements[curr\_position] **=** False

# main function that generate an arr

**def** tugOfWar(arr, n):

    # the boolean array that contains the

    # inclusion and exclusion of an element

    # in current set. The number excluded

    # automatically form the other set

    curr\_elements **=** [None] **\*** n

    # The inclusion/exclusion array

    # for final solution

    soln **=** [None] **\*** n

    min\_diff **=** [999999999999]

    Sum **=** 0

**for** i **in** range(n):

        Sum **+=** arr[i]

        curr\_elements[i] **=** soln[i] **=** False

    # Find the solution using recursive

    # function TOWUtil()

    TOWUtil(arr, n, curr\_elements, 0,

            soln, min\_diff, Sum, 0, 0)

    # Print the solution

    print("The first subset is: ")

**for** i **in** range(n):

**if** (soln[i] **==** True):

            print(arr[i], end **=** " ")

    print()

    print("The second subset is: ")

**for** i **in** range(n):

**if** (soln[i] **==** False):

**print**(arr[i], end **=** " ")

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    arr **=** [23, 45, **-**34, 12, 0, 98,

**-**99, 4, 189, **-**1, 4]

    n **=** len(arr)

    tugOfWar(arr, n)

# This code is contributed by PranchalK

**Output:**

The first subset is: 45 -34 12 98 -1  
The second subset is: 23 0 -99 4 189 4

**Time Complexity:** O(2^n)

**SpaceComplexity:** O(n)

**8 queen problem**

The eight queens problem is the problem of placing eight queens on an 8×8 chessboard such that none of them attack one another (no two are in the same row, column, or diagonal). More generally, the n queens problem places n queens on an n×n chessboard. There are different solutions for the problem. [Backtracking | Set 3 (N Queen Problem)](https://www.geeksforgeeks.org/backtracking-set-3-n-queen-problem/) [Branch and Bound | Set 5 (N Queen Problem)](https://www.geeksforgeeks.org/branch-and-bound-set-4-n-queen-problem/) You can find detailed solutions at <http://en.literateprograms.org/Eight_queens_puzzle_(C)>

**Explanation:**

* This **pseudocode uses a backtracking algorithm**to find a solution to the 8 Queen problem, which consists of placing 8 queens on a chessboard in such a way that no two queens threaten each other.
* The algorithm starts by placing a queen on the first column, then it proceeds to the next column and places a queen in the**first safe** row of that column.
* If the algorithm reaches the 8th column and al**l queens are placed in a safe position**, it prints the board and returns true.  
  If the algorithm is unable to place a queen in a safe position in a certain column, it backtracks to the previous column and tries a different row.
* The “isSafe” function **checks**if it is safe to place a queen on a certain row and column by checking if there are any queens in the same row, diagonal or anti-diagonal.
* It’s worth to notice that this is just a high-level **pseudocode**and it might need to be adapted depending on the specific implementation and language you are using.

**Here is an example of pseudocode for solving the 8 Queen problem using backtracking:**

N **=** 8 # (size of the chessboard)

**def** solveNQueens(board, col):

**if** col **==** N:

**print**(board)

**return** True

**for** i **in** range(N):

**if** isSafe(board, i, col):

            board[i][col] **=** 1

**if** solveNQueens(board, col **+** 1):

**return** True

            board[i][col] **=** 0

**return** False

**def** isSafe(board, row, col):

**for** x **in** range(col):

**if** board[row][x] **==** 1:

**return** False

**for** x, y **in** zip(range(row, **-**1, **-**1), range(col, **-**1, **-**1)):

**if** board[x][y] **==** 1:

**return** False

**for** x, y **in** zip(range(row, N, 1), range(col, **-**1, **-**1)):

**if** board[x][y] **==** 1:

**return** False

**return** True

board **=** [[0 **for** x **in** range(N)] **for** y **in** range(N)]

**if not** solveNQueens(board, 0):

**print**("No solution found")

**Output**

[[1, 0, 0, 0, 0, 0, 0, 0], [0, 0, 0, 0, 0, 0, 1, 0], [0, 0, 0, 0, 1, 0, 0, 0], [0, 0, 0, 0, 0, 0, 0, 1], [0, 1, 0, 0, 0, 0, 0, 0], [0, 0, 0, 1, 0, 0, 0, 0], [0, 0, 0, 0, 0, 1, 0, 0], [0, 0, 1, 0, 0, 0, 0, 0]]

**Time Complexity : O((m + q) log^2 n)**

**Space Complexity : O((m + q) log n)**

**Combinational Sum**

Given an array of positive integers **arr[]** and an integer **x**, The task is to find all unique combinations in arr[] where the sum is equal to x.

The same repeated number may be chosen from arr[] an unlimited number of times. Elements in a combination (a1, a2, …, ak) must be printed in non-descending order. (ie, a1 <= a2 <= … <= ak). If there is no combination possible print “Empty”.

**Examples:**

***Input:****arr[] = 2, 4, 6, 8, x = 8*

***Output:***

*[2, 2, 2, 2]*

*[2, 2, 4]*

*[2, 6]*

*[4, 4]*

*[8]*

Recommended Problem

Combination Sum

**Approach:**

*Recursively find all combinations and if the current combination sums up to give****X****then add this combination in the final set of combinations.*

Follow the below steps to implement the idea:

* Sort the array **arr[]**and remove all the duplicates from the **arr[]**then create a temporary vector **r**.to store every combination and a vector of vector **res**.
* Recursively follow:
* If at any time sub-problem **sum == 0** then add that array to the **res** (vector of vectors).
* Run a while loop till the sum – arr[I] is not negative and i is less than arr.size().
* Push arr[i] in **r**and recursively call for **i**and sum-arr[i] ,then increment i by **1**.
* pop r[i] from back and backtrack.

Below is the implementation of the above approach.

# Python3 program to find all combinations that

# sum to a given value

**def** combinationSum(arr, sum):

    ans **=** []

    temp **=** []

    # first do hashing nothing but set{}

    # since set does not always sort

    # removing the duplicates using Set and

    # Sorting the List

    arr **=** sorted(list(set(arr)))

    findNumbers(ans, arr, temp, sum, 0)

**return** ans

**def** findNumbers(ans, arr, temp, sum, index):

**if**(sum **==** 0):

        # Adding deep copy of list to ans

        ans.append(list(temp))

**return**

    # Iterate from index to len(arr) - 1

**for** i **in** range(index, len(arr)):

        # checking that sum does not become negative

**if**(sum **-** arr[i]) >**=** 0:

            # adding element which can contribute to

            # sum

            temp.append(arr[i])

            findNumbers(ans, arr, temp, sum**-**arr[i], i)

            # removing element from list (backtracking)

            temp.remove(arr[i])

# Driver Code

arr **=** [2, 4, 6, 8]

sum **=** 8

ans **=** combinationSum(arr, sum)

# If result is empty, then

**if** len(ans) <**=** 0:

**print**("empty")

# print all combinations stored in ans

**for** i **in** range(len(ans)):

**print**("(", end**=**' ')

**for** j **in** range(len(ans[i])):

**print**(str(ans[i][j])**+**" ", end**=**' ')

    print(")", end**=**' ')

# This Code Is Contributed by Rakesh(vijayarigela09)

**Output**

( 2 2 2 2 ) ( 2 2 4 ) ( 2 6 ) ( 4 4 ) ( 8 )

**Time Complexity:** O(k\*(2^n)) where n is the size of array, and k is average length

**Auxiliary Space:**O(k\*x) where is x is number of possible combinations

**Warnsdorff’s algorithm for Knight’s tour problem**

**Problem :** A knight is placed on the first block of an empty board and, moving according to the rules of chess, must visit each square exactly once.

Following is an example path followed by Knight to cover all the cells. The below grid represents a chessboard with 8 x 8 cells. Numbers in cells indicate move number of Knight.

![knight-tour-problem](data:image/png;base64,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)

We have discussed [Backtracking Algorithm for solution of Knight’s tour](https://www.geeksforgeeks.org/backtracking-set-1-the-knights-tour-problem/). In this post [Warnsdorff’s heuristic](https://en.wikipedia.org/wiki/Knight%27s_tour" \l "Warnsdorf.27s_rule) is discussed.

**Warnsdorff’s Rule:**

1. We can start from any initial position of the knight on the board.
2. We always move to an adjacent, unvisited square with minimal degree (minimum number of unvisited adjacent).

This algorithm may also more generally be applied to any graph.

**Some definitions:**

* A position Q is accessible from a position P if P can move to Q by a single Knight’s move, and Q has not yet been visited.
* The accessibility of a position P is the number of positions accessible from P.

**Algorithm:**

1. Set P to be a random initial position on the board
2. Mark the board at P with the move number “1”
3. Do following for each move number from 2 to the number of squares on the board:

* let S be the set of positions accessible from P.
* Set P to be the position in S with minimum accessibility
* Mark the board at P with the current move number

1. Return the marked board — each square will be marked with the move number on which it is visited.

Below is implementation of above algorithm.

# Python program to for Knight's tour problem using

# Warnsdorff's algorithm

**import** random

**class** Cell:

**def** \_\_init\_\_(self, x, y):

        self.x **=** x

        self.y **=** y

N **=** 8

# Move pattern on basis of the change of

# x coordinates and y coordinates respectively

cx **=** [1, 1, 2, 2, **-**1, **-**1, **-**2, **-**2]

cy **=** [2, **-**2, 1, **-**1, 2, **-**2, 1, **-**1]

# function restricts the knight to remain within

# the 8x8 chessboard

**def** limits(x, y):

**return** ((x >**=** 0 **and** y >**=** 0) **and** (x < N **and** y < N))

# Checks whether a square is valid and empty or not

**def** isempty(a, x, y):

**return** (limits(x, y)) **and** (a[y **\*** N **+** x] < 0)

# Returns the number of empty squares adjacent to (x, y)

**def** getDegree(a, x, y):

    count **=** 0

**for** i **in** range(N):

**if** isempty(a, (x **+** cx[i]), (y **+** cy[i])):

            count **+=** 1

**return** count

# Picks next point using Warnsdorff's heuristic.

# Returns false if it is not possible to pick

# next point.

**def** nextMove(a, cell):

    min\_deg\_idx **= -**1

    c **=** 0

    min\_deg **=** (N **+** 1)

    nx **=** 0

    ny **=** 0

    # Try all N adjacent of (\*x, \*y) starting

    # from a random adjacent. Find the adjacent

    # with minimum degree.

    start **=** random.randint(0, 1000) **%** N

**for** count **in** range(0, N):

        i **=** (start **+** count) **%** N

        nx **=** cell.x **+** cx[i]

        ny **=** cell.y **+** cy[i]

        c **=** getDegree(a, nx, ny)

**if** ((isempty(a, nx, ny)) **and** c < min\_deg):

            min\_deg\_idx **=** i

            min\_deg **=** c

    # IF we could not find a next cell

**if** (min\_deg\_idx **== -**1):

**return** None

    # Store coordinates of next point

    nx **=** cell.x **+** cx[min\_deg\_idx]

    ny **=** cell.y **+** cy[min\_deg\_idx]

    # Mark next move

    a[ny **\*** N **+** nx] **=** a[(cell.y) **\*** N **+** (cell.x)] **+** 1

    # Update next point

    cell.x **=** nx

    cell.y **=** ny

**return** cell

# displays the chessboard with all the legal knight's moves

**def** printA(a):

**for** i **in** range(N):

**for** j **in** range(N):

**print**("%d\t" **%** a[j **\*** N **+** i], end**=**"")

**print**()

# checks its neighbouring squares

# If the knight ends on a square that is one knight's move from the beginning square,then tour is closed

**def** neighbour(x, y, xx, yy):

**for** i **in** range(N):

**if** ((x **+** cx[i]) **==** xx) **and** ((y **+** cy[i]) **==** yy):

**return** True

**return** False

#  Generates the legal moves using warnsdorff's heuristics. Returns false if not possible

**def** findClosedTour():

    # Filling up the chessboard matrix with -1's

    a **=** [**-**1] **\*** N **\*** N

    # initial position

    sx **=** 3

    sy **=** 2

    # Current points are same as initial points

    cell **=** Cell(sx, sy)

    a[cell.y **\*** N **+** cell.x] **=** 1  # Mark first move.

    # Keep picking next points using Warnsdorff's heuristic

    ret **=** None

**for** i **in** range(N **\*** N **-** 1):

        ret **=** nextMove(a, cell)

**if** ret **==** None:

**return** False

    # Check if tour is closed (Can end at starting point)

**if not** neighbour(ret.x, ret.y, sx, sy):

**return** False

    printA(a)

**return** True

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    # While we don't get a solution

**while not** findClosedTour():

**pass**

# This code is contributed by Tapesh(tapeshdua420)

**Output:**

59 14 63 32 1 16 19 34   
62 31 60 15 56 33 2 17   
13 58 55 64 49 18 35 20   
30 61 42 57 54 51 40 3   
43 12 53 50 41 48 21 36   
26 29 44 47 52 39 4 7   
11 46 27 24 9 6 37 22   
28 25 10 45 38 23 8 5

***The Hamiltonian path problem is NP-hard in general. In practice, Warnsdorff’s heuristic successfully finds a solution in linear time.***

**Do you know?**

“On an 8 × 8 board, there are exactly 26,534,728,821,064 directed closed tours (i.e. two tours along the same path that travel in opposite directions are counted separately, as are rotations and reflections). The number of undirected closed tours is half this number, since every tour can be traced in reverse!”

**Find paths from corner cell to middle cell in maze**

Given a square maze containing positive numbers, find all paths from a corner cell (any of the extreme four corners) to the middle cell. We can move exactly n steps from a cell in 4 directions i.e. North, East, West and South where **n is value of the cell**,

We can move to mat[i+n][j], mat[i-n][j], mat[i][j+n], and mat[i][j-n] from a cell mat[i][j] where n is value of mat[i][j].

Example

Input: 9 x 9 maze  
[ **3**, 5, 4, **4**, 7, 3, 4, **6**, 3 ]  
[ 6, 7, **5**, 6, 6, 2, 6, **6**, 2 ]  
[ 3, **3**, 4, 3, **2**, 5, 4, 7, 2 ]  
[ 6, 5, 5, **1**, **2**, 3, 6, 5, 6 ]  
[ 3, 3, 4, 3, 0, 1, 4, 3, 4 ]  
[ 3, 5, **4**, 3, **2**, 2, 3, 3, 5 ]  
[ 3, 5, 4, **3**, 2, 6, 4, **4**, 3 ]  
[ 3, **5**, 1, 3, 7, 5, 3, **6**, 4 ]  
[ 6, 2, 4, 3, 4, 5, 4, 5, 1 ]

Output:  
(0, 0) -> (0, 3) -> (0, 7) ->   
(6, 7) -> (6, 3) -> (3, 3) ->   
(3, 4) -> (5, 4) -> (5, 2) ->   
(1, 2) -> (1, 7) -> (7, 7) ->  
(7, 1) -> (2, 1) -> (2, 4) ->   
(4, 4) -> MID

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

The idea is to use backtracking. We start with each corner cell of the maze and recursively checks if it leads to the solution or not. Following is the Backtracking algorithm –

If destination is reached

1. print the path

Else

1. Mark current cell as visited and add it to path array.
2. Move forward in all 4 allowed directions and recursively check if any of them leads to a solution.
3. If none of the above solutions work then mark this cell as not visited and remove it from path array.

Below is the implementation of the above approach:

# Python program to find a path from corner cell to

# middle cell in maze containing positive numbers

# Rows and columns in given maze

N **=** 9

# check whether given cell is a valid cell or not.

**def** isValid(visited, pt):

    # check if cell is not visited yet to

    # avoid cycles (infinite loop) and its

    # row and column number is in range

**return** (pt[0] >**=** 0) **and** (pt[0] < N) **and** (pt[1] >**=** 0) **and** (pt[1] < N) **and** (pt **not in** visited)

# Function to print path from source to middle coordinate

**def** printPath(path):

**for** i **in** path:

**print**("({}, {}) -> ".format(i[0], i[1]), end**=**"")

    print("MID")

    print()

# For searching in all 4 direction

row **=** [**-**1, 1, 0, 0]

col **=** [0, 0, **-**1, 1]

# Coordinates of 4 corners of matrix

\_row **=** [0, 0, N**-**1, N**-**1]

\_col **=** [0, N**-**1, 0, N**-**1]

**def** findPathInMazeUtil(maze, path, visited, curr):

    # If we have reached the destination cell.

    # print the complete path

**if** curr[0] **==** N **//** 2 **and** curr[1] **==** N **//** 2:

        printPath(path)

**return**

    # consider each direction

**for** i **in** range(4):

        # get value of current cell

        n **=** maze[curr[0]][curr[1]]

        # We can move N cells in either of 4 directions

        x **=** curr[0] **+** row[i]**\***n

        y **=** curr[1] **+** col[i]**\***n

        next **=** (x, y)

        # if valid pair

**if** isValid(visited, next):

            # mark cell as visited

            visited.append(next)

            # add cell to current path

            path.append(next)

            # recurse for next cell

            findPathInMazeUtil(maze, path, visited, next)

            # backtrack

            # remove cell from current path

            path.pop()

            visited.remove(next)

# Function to find a path from corner cell to

# middle cell in maze containing positive numbers

**def** findPathInMaze(maze):

    # list to store complete path

    # from source to destination

    path **=** []

    # to store cells already visited in current path

    visited **=** []

    # Consider each corners as the starting

    # point and search in maze

**for** i **in** range(4):

        x **=** \_row[i]

        y **=** \_col[i]

        pt **=** (x, y)

        # mark cell as visited

        visited.append(pt)

        # add cell to current path

        path.append(pt)

        findPathInMazeUtil(maze, path, visited, pt)

        # backtrack

        # remove cell from current path

        path.pop()

        visited.remove(pt)

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    maze **=** [

        [3, 5, 4, 4, 7, 3, 4, 6, 3],

        [6, 7, 5, 6, 6, 2, 6, 6, 2],

        [3, 3, 4, 3, 2, 5, 4, 7, 2],

        [6, 5, 5, 1, 2, 3, 6, 5, 6],

        [3, 3, 4, 3, 0, 1, 4, 3, 4],

        [3, 5, 4, 3, 2, 2, 3, 3, 5],

        [3, 5, 4, 3, 2, 6, 4, 4, 3],

        [3, 5, 1, 3, 7, 5, 3, 6, 4],

        [6, 2, 4, 3, 4, 5, 4, 5, 1]

    ]

    findPathInMaze(maze)

# This code is contributed by Vikram\_Shirsat

**Output**

(0, 0) -> (0, 3) -> (0, 7) -> (6, 7) -> (6, 3) -> (3, 3) -> (3, 4) -> (5, 4) -> (5, 2) -> (1, 2) -> (1, 7) -> (7, 7) -> (7, 1) -> (2, 1) -> (2, 4) -> (4, 4) -> MID

**Output :**

(0, 0) -> (0, 3) -> (0, 7) ->   
(6, 7) -> (6, 3) -> (3, 3) ->   
(3, 4) -> (5, 4) -> (5, 2) ->   
(1, 2) -> (1, 7) -> (7, 7) ->  
(7, 1) -> (2, 1) -> (2, 4) ->   
(4, 4) -> MID

**A better approach:**

# Python program to find a path from corner cell to

# middle cell in maze containing positive numbers

**def** printPath(maze, i, j, ans):

    # If we reach the center cell

**if** (i **==** len(maze) **//** 2 **and** j **==** len(maze) **//** 2):

        # Make the final answer, Print

        # final answer and Return

        ans **+=** "(" **+** str(i) **+** ", " **+** str(j) **+** ") -> MID";

        print(ans);

**return**;

    # If the element at the current position

    # in maze is 0, simply Return as it has

    # been visited before.

**if** (maze[i][j] **==** 0):

**return**;

    # If element is non-zero, then note

    # the element in variable 'k'

    k **=** maze[i][j];

    # Mark the cell visited by making the

    # element 0. Don't worry, the element

    # is safe in 'k'

    maze[i][j] **=** 0;

    # Make recursive calls in all 4

    # directions pro-actively i.e. if the next

    # cell lies in maze or not. Right call

**if** (j **+** k < len(maze)):

        printPath(maze, i, j **+** k, ans **+** "(" **+** str(i) **+** ", " **+** str(j) **+** ") -> ");

    # down call

**if** (i **+** k < len(maze)):

        printPath(maze, i **+** k, j, ans **+** "(" **+** str(i) **+** ", " **+** str(j) **+** ") -> ");

    # left call

**if** (j **-** k > 0):

        printPath(maze, i, j **-** k, ans **+** "(" **+** str(i) **+** ", " **+** str(j) **+** ") -> ");

    # up call

**if** (i **-** k > 0):

        printPath(maze, i **-** k, j, ans **+** "(" **+** str(i) **+** ", " **+** str(j) **+** ") -> ");

    # Unmark the visited cell by substituting

    # its original value from 'k'

    maze[i][j] **=** k;

    # Driver code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    # Creating the maze

    maze **=** [[ 3, 5, 4, 4, 7, 3, 4, 6, 3 ],[ 6, 7, 5, 6, 6, 2, 6, 6, 2 ],[ 3, 3, 4, 3, 2, 5, 4, 7, 2 ],

            [ 6, 5, 5, 1, 2, 3, 6, 5, 6 ],[ 3, 3, 4, 3, 0, 1, 4, 3, 4 ],[ 3, 5, 4, 3, 2, 2, 3, 3, 5 ],

            [ 3, 5, 4, 3, 2, 6, 4, 4, 3 ],[ 3, 5, 1, 3, 7, 5, 3, 6, 4 ],[ 6, 2, 4, 3, 4, 5, 4, 5, 1 ]] ;

    # Calling the printPath function

    printPath(maze, 0, 0, "");

# This code contributed by gauravrajput1

**Output**:

(0, 0) -> (0, 3) -> (0, 7) ->   
(6, 7) -> (6, 3) -> (3, 3) ->  
(3, 4) -> (5, 4) -> (5, 2) ->  
(1, 2) -> (1, 7) -> (7, 7) ->   
(7, 1) -> (2, 1) -> (2, 4) ->   
(4, 4) -> MID

**Find Maximum number possible by doing at-most K swaps**

Given two positive integers **M** and **K**, find the maximum integer possible by doing at-most **K** swap operations on its digits.

**Examples:**

***Input:****M = 254, K = 1*

***Output:****524*

***Explanation:****Swap 5 with 2 so number becomes 524*

***Input:****M = 254, K = 2*

***Output:****542*

***Explanation:****Swap 5 with 2 so number becomes 524, Swap 4 with 2 so number becomes 542*

***Input****: M = 68543, K = 1*

***Output:****86543*

***Explanation:****Swap 8 with 6 so number becomes 86543*

***Input:****M = 7599, K = 2*

***Output:****9975*

***Explanation:****Swap 9 with 5 so number becomes 7995, Swap 9 with 7 so number becomes 9975*

***Input:****M = 76543, K = 1*

***Output:****76543*

***Explanation:****No swap is required.*

***Input:****M = 129814999, K = 4*

***Output:****999984211*

***Explanation:****Swap 9 with 1 so number becomes 929814991, Swap 9 with 2 so number becomes 999814291, Swap 9 with 8 so number becomes 999914281, Swap 1 with 8 so number becomes 999984211*

Recommended Practice

[Largest number in K swaps](https://practice.geeksforgeeks.org/problems/largest-number-in-k-swaps-1587115620/1/)

[Try It!](https://practice.geeksforgeeks.org/problems/largest-number-in-k-swaps-1587115620/1/)

**Naive solution for the Largest number in K swaps:**

*The idea is to consider every digit and swap it with digits following it one at a time and see if it leads to the maximum number. The process is repeated K times. The code can be further optimized, if the current digit is swapped with a digit less than the following digit.*

Follow the below steps to Implement the idea:

1. Create a global variable that will store the maximum string or number.
2. Define a recursive function that takes the string as a number and value of k
3. Run a nested loop, the outer loop from 0 to the length of string -1, and the inner loop from i+1 to the end of the string.
4. Swap the ith and jth characters and check if the string is now maximum and update the maximum string.
5. Call the function recursively with parameters: string and k-1.
6. Now again swap back the ith and jth character.

Below is the Implementation of the above approach:

# Python3 program to find maximum

# integer possible by doing at-most

# K swap operations on its digits.

# utility function to swap two

# characters of a string

**def** swap(string, i, j):

**return** (string[:i] **+** string[j] **+**

            string[i **+** 1:j] **+**

            string[i] **+** string[j **+** 1:])

# function to find maximum integer

# possible by doing at-most K swap

# operations on its digits

**def** findMaximumNum(string, k, maxm):

    # return if no swaps left

**if** k **==** 0:

**return**

    n **=** len(string)

    # consider every digit

**for** i **in** range(n **-** 1):

        # and compare it with all digits after it

**for** j **in** range(i **+** 1, n):

            # if digit at position i is less than

            # digit at position j, swap it and

            # check for maximum number so far and

            # recurse for remaining swaps

**if** string[i] < string[j]:

                # swap string[i] with string[j]

                string **=** swap(string, i, j)

                # If current num is more than

                # maximum so far

**if** string > maxm[0]:

                    maxm[0] **=** string

                # recurse of the other k - 1 swaps

                findMaximumNum(string, k **-** 1, maxm)

                # backtrack

                string **=** swap(string, i, j)

# Driver Code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    string **=** "129814999"

    k **=** 4

    maxm **=** [string]

    findMaximumNum(string, k, maxm)

    print(maxm[0])

# This code is contributed

# by vibhu4agarwal

**Output**

999984211

**Time Complexity:** O((N2)k). For every digit, **N2** recursive calls are generated until the value of k is 0 Thus O((N2)k).

**Auxiliary Space:**O(N). This is the space required to store the output string.

**Find the Maximum number possible by doing at-most K swaps by swapping with the maximum element on the right:**

*It can be observed that to make the maximum string, the maximum digit is shifted to the front. So, instead of trying all pairs, try only those pairs where one of the elements is the maximum digit that is not yet swapped to the front.*

Follow the below steps to Implement the idea::

1. Create a global variable that will store the maximum string or number.
2. Define a recursive function that takes the string as a number, the value of k, and the current index.
3. Find the index of the maximum element in the range current index to end.
4. if the index of the maximum element is not equal to the current index then decrement the value of k.
5. Run a loop from the current index to the end of the array
6. If the ith digit is equal to the maximum element
7. Swap the ith and element at the current index and check if the string is now maximum and update the maximum string.
8. Call the function recursively with parameters: string and k.
9. Now again swap back the ith and element at the current index.

Below is the Implementation of the above approach:

# Python3 program to find maximum

# integer possible by doing at-most

# K swap operations on its digits.

# function to find maximum integer

# possible by doing at-most K swap

# operations on its digits

**def** findMaximumNum(string, k, maxm, ctr):

    # return if no swaps left

**if** k **==** 0:

**return**

    n **=** len(string)

    # Consider every digit after

    # the cur position

    mx **=** string[ctr]

**for** i **in** range(ctr**+**1,n):

        # Find maximum digit greater

        # than at ctr among rest

**if** int(string[i]) > int(mx):

            mx**=**string[i]

    # If maxm is not equal to str[ctr],

    # decrement k

**if**(mx!**=**string[ctr]):

        k**=**k**-**1

    # search this maximum among the rest from behind

    # first swap the last maximum digit if it occurs more than 1 time

    # example str= 1293498 and k=1 then max string is 9293418 instead of 9213498

**for** i **in** range(ctr,n):

        # If digit equals maxm swap

        # the digit with current

        # digit and recurse for the rest

**if**(string[i]**==**mx):

            # swap str[ctr] with str[j]

            string[ctr], string[i] **=** string[i], string[ctr]

            new\_str **=** "".join(string)

            # If current num is more than

            # maximum so far

**if** int(new\_str) > int(maxm[0]):

                  maxm[0] **=** new\_str

            # recurse of the other k - 1 swaps

            findMaximumNum(string, k , maxm, ctr**+**1)

            # backtrack

            string[ctr], string[i] **=** string[i], string[ctr]

# Driver Code

**if** \_\_name\_\_ **==** "\_\_main\_\_":

    string **=** "129814999"

    k **=** 4

    maxm **=** [string]

    string **=** [char **for** char **in** string]

    findMaximumNum(string, k, maxm, 0)

**print**(maxm[0])

# This code is contributed Aarti\_Rathi

**Output**

999984211

**Time Complexity:** O(Nk), For every recursive call N recursive calls are generated until the value of k is 0, Thus O((Nk).

**Auxiliary Space:** O(N). The space required to store the output string.

**Exercise:**

* [Find the minimum integer possible by doing at least K swap operations on its digits.](https://www.geeksforgeeks.org/find-maximum-number-possible-by-doing-at-most-k-swaps/)
* [Find the maximum/minimum integer possible by doing exactly K swap operations on its digits](https://www.geeksforgeeks.org/find-maximum-number-possible-by-doing-at-most-k-swaps/).

**Rat in a Maze with multiple steps or jump allowed**

This is the variation of [Rat in Maze](https://write.geeksforgeeks.org/javapythoncc-code-for-article-backtracking-set-2-rat-in-a-maze/)

A Maze is given as N\*N binary matrix of blocks where source block is the upper left most block i.e., maze[0][0] and destination block is lower rightmost block i.e., maze[N-1][N-1]. A rat starts from source and has to reach destination. The rat can move only in two directions: forward and down.

In the maze matrix, 0 means the block is dead end and non-zero number means the block can be used in the path from source to destination. The non-zero value of mat[i][j] indicates number of maximum jumps rat can make from cell mat[i][j].

In this variation, Rat is allowed to jump multiple steps at a time instead of 1.

**Examples:**

**Input :** { {2, 1, 0, 0},  
 {3, 0, 0, 1},  
 {0, 1, 0, 1},  
 {0, 0, 0, 1}  
 }  
**Output :** { {1, 0, 0, 0},  
 {1, 0, 0, 1},  
 {0, 0, 0, 1},  
 {0, 0, 0, 1}  
 }

**Explanation**   
Rat started with M[0][0] and can jump upto 2 steps right/down.   
Let's try in horizontal direction -   
M[0][1] won't lead to solution and M[0][2] is 0 which is dead end.   
So, backtrack and try in down direction.   
Rat jump down to M[1][0] which eventually leads to solution.

**Input :** {   
 {2, 1, 0, 0},  
 {2, 0, 0, 1},  
 {0, 1, 0, 1},  
 {0, 0, 0, 1}  
 }  
**Output :** Solution doesn't exist

**Naive Algorithm:**

The Naive Algorithm is to generate all paths from source to destination and one by one check if the generated path satisfies the constraints.

while there are untried paths  
{  
 generate the next path  
 if this path has all blocks as non-zero  
 {  
 print this path;  
 }  
}

**Backtracking Algorithm:**

If destination is reached  
 print the solution matrix  
Else  
 a) Mark current cell in solution matrix as 1.   
 b) Move forward/jump (for each valid steps) in horizontal direction   
 and recursively check if this move leads to a solution.   
 c) If the move chosen in the above step doesn't lead to a solution  
 then move down and check if this move leads to a solution.   
 d) If none of the above solutions work then unmark this cell as 0   
 (BACKTRACK) and return false.

**Implementation of Backtracking solution**

""" Python3 program to solve Rat in a

Maze problem using backtracking """

# Maze size

N **=** 4

""" A utility function to print solution matrix

sol """

**def** printSolution(sol):

**for** i **in** range(N):

**for** j **in** range(N):

            print(sol[i][j], end **=** " ")

        print()

""" A utility function to check if

x, y is valid index for N\*N maze """

**def** isSafe(maze, x, y):

    # if (x, y outside maze) return false

**if** (x >**=** 0 **and** x < N **and** y >**=** 0 **and**

         y < N **and** maze[x][y] !**=** 0):

**return** True

**return** False

""" This function solves the Maze problem using

Backtracking. It mainly uses solveMazeUtil() to

solve the problem. It returns false if no path

is possible, otherwise return True and prints

the path in the form of 1s. Please note that

there may be more than one solutions,

this function prints one of the feasible solutions."""

**def** solveMaze(maze):

    sol **=** [[0, 0, 0, 0],

           [0, 0, 0, 0],

           [0, 0, 0, 0],

           [0, 0, 0, 0]]

**if** (solveMazeUtil(maze, 0, 0, sol) **==** False):

        print("Solution doesn't exist")

**return** False

    printSolution(sol)

**return** True

""" A recursive utility function

to solve Maze problem """

**def** solveMazeUtil(maze, x, y, sol):

    # if (x, y is goal) return True

**if** (x **==** N **-** 1 **and** y **==** N **-** 1) :

        sol[x][y] **=** 1

**return** True

    # Check if maze[x][y] is valid

**if** (isSafe(maze, x, y) **==** True):

        # mark x, y as part of solution path

        sol[x][y] **=** 1

        """ Move forward in x direction """

**for** i **in** range(1, N):

**if** (i <**=** maze[x][y]):

                """ Move forward in x direction """

**if** (solveMazeUtil(maze, x **+** i,

                                  y, sol) **==** True):

**return** True

                """ If moving in x direction doesn't give

                solution then Move down in y direction """

**if** (solveMazeUtil(maze, x,

                                  y **+** i, sol) **==** True):

**return** True

        """ If none of the above movements work then

        BACKTRACK: unmark x, y as part of solution

        path """

        sol[x][y] **=** 0

**return** False

**return** False

# Driver Code

maze **=** [[2, 1, 0, 0],

        [3, 0, 0, 1],

        [0, 1, 0, 1],

        [0, 0, 0, 1]]

solveMaze(maze)

# This code is contributed by SHUBHAMSINGH10

**Output:**

1 0 0 0   
1 0 0 1   
0 0 0 1   
0 0 0 1

**N Queen in O(n) space**

Given n, of a n x n chessboard, find the proper placement of queens on chessboard.

**Previous Approach :** [N Queen](https://www.geeksforgeeks.org/branch-and-bound-set-4-n-queen-problem/)

[Recommended: Please try your approach on ***{IDE}*** first, before moving on to the solution.](https://ide.geeksforgeeks.org/)

**Algorithm :**

Place(k, i)  
// Returns true if a queen can be placed  
// in kth row and ith column. Otherwise it  
// returns false. X[] is a global array  
// whose first (k-1) values have been set.  
// Abs( ) returns absolute value of r  
{  
 for j := 1 to k-1 do

// Two in the same column  
 // or in the same diagonal  
 if ((x[j] == i) or  
 (abs(x[j] – i) = Abs(j – k)))  
 then return false;

return true;  
}

**Algorithm nQueens(k, n) :**

// Using backtracking, this procedure prints all   
// possible placements of n queens on an n×n   
// chessboard so that they are nonattacking.  
{  
 for i:= 1 to n do  
 {  
 if Place(k, i) then  
 {  
 x[k] = i;  
 if (k == n)  
 write (x[1:n]);  
 else   
 NQueens(k+1, n);  
 }  
 }  
}

**Implementation:**

# Python code to for n Queen placement

**class** GfG:

**def** \_\_init\_\_(self):

        self.MAX **=** 10

        self.arr **=** [0] **\*** self.MAX

        self.no **=** 0

**def** breakLine(self):

        print("\n------------------------------------------------")

**def** canPlace(self, k, i):

        # Helper Function to check

        # if queen can be placed

**for** j **in** range(1, k):

**if** (self.arr[j] **==** i **or**

               (abs(self.arr[j] **-** i) **==** abs(j **-** k))):

**return** False

**return** True

**def** display(self, n):

        # Function to display placed queen

        self.breakLine()

        self.no **+=** 1

**print**("Arrangement No.", self.no, end **=** " ")

        self.breakLine()

**for** i **in** range(1, n **+** 1):

**for** j **in** range(1, n **+** 1):

**if** self.arr[i] !**=** j:

                    print("\t\_", end **=** " ")

**else**:

**print**("\tQ", end **=** " ")

**print**()

        self.breakLine()

**def** nQueens(self, k, n):

        # Function to check queens placement

**for** i **in** range(1, n **+** 1):

**if** self.canPlace(k, i):

                self.arr[k] **=** i

**if** k **==** n:

                    self.display(n)

**else**:

                    self.nQueens(k **+** 1, n)

# Driver Code

**if** \_\_name\_\_ **==** '\_\_main\_\_':

    n **=** 4

    obj **=** GfG()

    obj.nQueens(1, n)

# This code is contributed by vibhu4agarwal

**Output:**

---------------------------------  
Arrangement No. 1  
---------------------------------  
 \_ Q \_ \_  
 \_ \_ \_ Q  
 Q \_ \_ \_  
 \_ \_ Q \_

---------------------------------

---------------------------------  
Arrangement No. 2  
---------------------------------  
 \_ \_ Q \_  
 Q \_ \_ \_  
 \_ \_ \_ Q  
 \_ Q \_ \_

---------------------------------

**Medium Questions:**

**Hard Questions:**